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Abstract—The rigid gang task model is based on the idea of
executing multiple threads simultaneously on a fixed number of
processors to increase efficiency and performance. Although there
is extensive literature on global rigid gang scheduling, partitioned
approaches have several practical advantages (e.g., task isolation
and reduced scheduling overheads). In this paper, we propose a
new partitioned scheduling strategy for rigid gang tasks, named
strict partitioning. The method creates disjoint partitions of tasks
and processors to avoid inter-partition interference. Moreover, it
tries to assign tasks with similar volumes (i.e., parallelisms) to
the same partition so that the intra-partition interference can
be reduced. Within each partition, the tasks can be scheduled
using any type of scheduler, which allows the use of a less
pessimistic schedulability test. Extensive synthetic experiments
and a case study based on Edge TPU benchmarks show that
strict partitioning achieves better schedulability performance
than state-of-the-art global gang schedulability analyses for both
preemptive and non-preemptive rigid gang task sets.

Index Terms—Real-time scheduling, Gang parallel task model,
Partitioned scheduling, Tensor processing unit

I. INTRODUCTION

Gangs are fine-grained parallel jobs that have to start at
the same time and execute in parallel across multiple pro-
cessing units. Gang scheduling has been widely used in high-
performance computing [1], [2], distributed cloud [3], and
containers [4]. In recent years, it is also increasingly gaining
popularity in embedded systems. Especially, gang scheduling
is well-suited for emerging deep-learning applications [5], [6]
deployed on highly parallel hardware accelerators [7], [8] that
require significant computational resources and may involve
complex inter-task communication and dependencies.

Most of the approaches for gang scheduling in real-time
systems are global [5], [9], [10], [11], [12], [13], [14],
[15], [16], [17], [18], wherein tasks are not pinned to any
particular processor and can start execution on any available
processors. Despite the relatively lesser interest in partitioned
scheduling [19] (i.e., tasks are statically allocated to individual
processors), such type of scheduling can offer benefits in
specific scenarios where task isolation and reduced scheduling
overheads [20], [21], [22] are essential requirements.

The migration cost is one of the major drawbacks of global
scheduling. Parallel tasks are often deployed on hardware
accelerators where the migration and setup times are usually
high (e.g., FPGA dynamic partial reconfiguration [23] or Edge
TPU model parameter loading [12], [24]). Figure 1 shows the
configuration and the net execution times of seven represen-
tative deep neural networks (DNNs) on an AI Accelerator
card integrated with 16 Edge TPUs. Each Edge TPU has 8
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Fig. 1: Configuration time vs net execution time of DNN
inferences on 16 Edge TPUs. “Inc-1,2,3,4” denote Inception-
v1 [25], v2 [26], v3 [26], v4 [27], respectively; “Res-1,2,3”
denote ResNet-50,101,152 [28], respectively.

MB on-chip memory and can be used to store DNN model
weights. Partitioned scheduling reserves processing units for
each model so that the model weights can be cached in the
internal memory statically, eliminating the need for frequent
and costly memory allocation during runtime.

The current state-of-the-art multiprocessor analyses for
sequential tasks under global scheduling rely primarily on
sufficient-only conditions [29]. Their pessimism [30] is due to
the fact that synchronous arrival sequence is not necessarily
the worst-case scenario [31], [32]. Global gang scheduling,
besides the same old problems, is burdened with interference
overestimation resulting from the difference in gang tasks’
parallelism levels (e.g., finding the set of interfering jobs that
may exactly fit on the available processors [10] and unbounded
priority-inversion in non-preemptive gang scheduling [33]).

While partitioned scheduling can help reduce runtime over-
heads, the task allocation is equivalent to the bin-packing
problem [34] and is hence highly intractable (NP-hard in the
strong sense [35]). As different gang tasks may have different
parallelism levels, the gang partitioning is closely related to
the two-dimensional bin packing problem (i.e., packing a
set of rectangular items into rectangular bins) [36]. Thus,
the tractability challenge extends to the gang partitioning
problem. Moreover, partitioned systems of sequential tasks
can be easily analyzed using exact uniprocessor schedulability
tests. However, for parallel tasks, more complicated tests may
be necessary to account for the anomalies that may occur
in partitioned gang systems where different gang task groups
share some, but not all, processors (see Section IV) [19].



This paper proposes a simple yet effective method, named
strict partitioning, for scheduling rigid gang tasks (i.e., gang
tasks with fixed parallelism levels) on identical multiprocessor
platforms. It builds disjoint partitions of tasks and processors
so that the tasks in different partitions do not interfere with
each other. Within the boundaries of each partition, tasks
can run under any type of online scheduler. Moreover, strict
partitioning tries to group tasks with similar parallelism lev-
els onto the same partition so that uniprocessor scheduler
(e.g., Deadline Monotonic (DM) [37], Earliest Deadline First
(EDF) [38]) and exact schedulability tests are applicable.

The contributions are summarized as follows.
• We propose a new strict partitioning strategy for schedul-

ing rigid gang tasks.
• We propose a first-fit decreasing volume (FFDV) heuristic

to partition rigid gang tasks and multiprocessor platforms.
• We present two strict partitioning variants SP-U and
SP-G by combining FFDV with different online sched-
ulers. For SP-U, we prove utilization bounds. For SP-G,
we improve FFDV to achieve better performance.

• We evaluate the proposed strategy and algorithms by
comparing them with state-of-the-art preemptive and non-
preemptive gang scheduling techniques on synthetic task
sets and a case study based on Edge TPU benchmarks.

The remainder of the paper is organized as follows. Relevant
previous works are presented in Section II. Section III de-
scribes the proposed strict partitioning strategy, and Section IV
compares strict partitioning with existing gang scheduling
methods through illustrative examples. We propose strict parti-
tioning algorithms in Section V and present evaluation results
in Section VI. Section VII concludes the paper.

II. RELATED WORK

Three main paradigms are adopted to schedule real-time
tasks on a multiprocessor [39], [40]: global (each job can
execute upon any processor), partitioned (each job is mapped
to an individual processor), and semi-partitioned (several tasks
are split into subtasks assigned to different processors).

Partitioned scheduling for sequential tasks. The partitioned
schedulers incur low runtime overheads but require solving
a task-to-processor bin-packing problem. Since the partition-
ing problem is NP-hard in the strong sense [41], many
approximation methods (based on bin-packing heuristics) for
sequential preemptive tasks were proposed [42], [43], [44],
[45], [46], [47], [48]. Other works formulate the partitioning as
an integer linear programming (ILP) problem [49], [50]. The
partitioning methods for non-preemptive scheduling [51], [52],
[53] try to cluster on the same processor the tasks with similar
period ranges to reduce the blocking factor. Semi-partitioned
approaches reclaim spare processing capacity in partitioned
systems by splitting certain tasks among processors [54], [55].

Partitioned scheduling for parallel tasks. Casini et al. [56]
and Wu et al. [57] propose partitioning algorithms for parallel
tasks modeled as a directed acyclic graph (DAG). Zahaf et
al. [58] consider the allocation of conditional DAGs to remove
unnecessary preemptions. Federated scheduling categorizes

parallel tasks, according to their utilization factor, into heavy
tasks and light tasks [59], [60]. Each heavy task is assigned a
number of dedicated processors. The remaining processors are
assigned to all light tasks, which are executed as sequential
tasks. In [61], [62], heavy tasks are allowed to share proces-
sors, and in [63], they can partially execute on the processors
from the light tasks’ pool. However, unlike DAG tasks, whose
subtasks can run on a different number of processors and do
not have to start execution synchronously, the parallelism level
of a rigid gang task cannot be changed at runtime. Thus,
these partitioning methods designed for DAG tasks cannot
be applied to rigid gang scheduling. The major concern of
partitioning rigid gang tasks is how to effectively group tasks
with fixed parallelism levels that are not necessarily the same.

Gang scheduling. The problem of rigid gang scheduling was
shown to be NP-hard [64]. Several works have exploited the
idea of proportionate progress [65], [66] to derive the optimal
scheduling algorithms for periodic implicit deadline rigid [17]
and malleable [67] (i.e., job parallelism level can be adjusted
at runtime) gang tasks. Other streams of works studied rigid
gang tasks under global fixed-priority preemptive [68], [13]
and non-preemptive [12], [11], [10], as well as global EDF
preemptive [15], [5], [18], [69] and non-preemptive [33], [9]
scheduling. Some recent works have also considered moldable
gang tasks [14]. In this work, we apply a partitioned approach
and compare its schedulability performance with the above
state-of-the-art global policies in Section VI.

Gang partitioning. Ueter et al. [19] proposed the concept
of stationary scheduling and a task-to-processor allocation
heuristic for rigid gangs. In stationary scheduling, each gang
task is mapped to a set of processors such that the number of
processors equals the task parallelism level. The schedulability
problem is equivalent to the uniprocessor schedulability of
self-suspending tasks [70]. If tasks τi and τj run on the same
processors but τj runs also on other processors where another
task τk is allocated to, then τk can interfere indirectly with
the τi’s execution (τk → τj → τi). In this work, we propose
a different partitioning approach where tasks cannot run on
the processors allocated to the tasks from different partitions.
This eliminates the interference between the partitions and
simplifies the scheduling problem, enabling the use of exact
schedulability tests. On the other hand, more constrained
processor allocation can lead to less efficient utilization of pro-
cessing capacity. In Section VI, we compare both approaches
and identify their respective advantages.

III. STRICT PARTITIONING FOR RIGID GANG TASKS

A. Task and Platform Model

We consider a multiprocessor platform with a set Π of
M identical processors. A task set τ is composed of n
independent sporadic rigid gang tasks executing on Π. Each
task τi ∈ τ (1 ≤ i ≤ n) gives rise to an infinite sequence
of jobs with consecutive jobs’ invocations (arrivals) separated
by at least Ti time units (i.e., sporadic task). We use Ji
to denote a job of task τi. Job Ji released at time (arrival
time) ri has an absolute deadline ri +Di and must complete



its execution by that time where Di ≤ Ti (i.e., constrained
deadlines). Each job of task τi executes simultaneously on mi

processors for at most Ci time units (mi is called task volume
or parallelism interchangeably). As a result, a gang task can be
characterized by a 4-tuple τi = (Ci, Ti, Di,mi). We assume
that all the above parameters are non-negative integers. The
tasks do not self-suspend and cannot be blocked by other tasks
other than due to contention on processors. Additionally, we
define the sequential utilization of task τi as ui = Ci/Ti

and its utilization as Ui = mi · Ci/Ti = mi · ui. The task
set utilization is the sum of task utilizations, U =

∑n
i=1 Ui.

Moreover, m and m denote the maximum and minimum task
volume among all the tasks in the task set.

B. Strict Partitioning Strategy

The strict partitioning strategy includes two aspects:
offline partitioning and online scheduling.

1) Offline Partitioning: Offline partitioning involves divid-
ing processors into disjoint partitions and statically allocating
tasks to these partitions.

Definition III.1 (Strict Partitioning). Given a set of identical
processors Π and a set of rigid gang tasks τ , its strict par-
titioning is such assignment where processors Π are divided
into disjoint subsets ρ = {ρj ⊆ Π,∀j} and each task τk ∈ τ
is assigned to one and only one partition.

The set of tasks assigned to processor partition ρj is denoted
by τ(ρj) ⊆ τ and the volume of partition ρj (i.e., the number
of processors allocated to ρj) by |ρj |.

2) Online Scheduling: Once the offline partitioning is de-
termined, the tasks allocated to each processor partition will
be scheduled by an online real-time scheduler at runtime.
Both uniprocessor task schedulers (e.g., uniprocessor DM [37]
and EDF [38]) and global gang task schedulers (e.g., global
FP [10], [12] and EDF [13] gang schedulers) can be applied.
When a uniprocessor task scheduler is used, only one job
is allowed to execute on the processor partition at each
time instant (i.e., different jobs cannot run in parallel). By
contrast, a global gang task scheduler allows tasks to start
their execution whenever a sufficient number of processors
are available within the partition.

IV. ILLUSTRATIVE EXAMPLES: COMPARATIVE STUDY

We will illustrate the tradeoffs that arise when considering
different approaches to rigid gang scheduling. It includes the
pessimism of global fixed-priority scheduling, a comparison
between stationary and strict partitioning of rigid gangs
upon multiprocessor, and priority-inversion in non-preemptive
global policies. In what follows, we assume that the tasks
are scheduled by a fixed-priority scheduler and indexed in
decreasing priority order (i.e., task τ1 has the highest priority).

A. Pessimisms in Global Gang Schedulability Analyses

We recall two phenomena in global gang schedulability
analyses identified by Lee et al. [13].

1) Non-parallel Execution: Classic multiprocessor frame-
works for response time analysis of sequential tasks [71],
[72] consider that every higher-priority task can interfere with
the execution of the task under analysis, regardless of the
execution of other interfering tasks. In rigid gang scheduling,
certain tasks cannot run at the same time if there are not
enough processors for all of them [13].

Example IV.1. Let us consider three sporadic rigid gang tasks
τ1 = (4, 10, 10, 4), τ2 = (3, 10, 10, 3), and τ3 = (5, 10, 10, 1)
running on five, M=5, identical processors P1−5. We check
task τ3’s schedulability. Although tasks τ1 and τ2 have higher
priorities, they cannot interfere with τ3’s execution. Given their
parallelism levels, τ1 and τ2 cannot execute at the same time,
m1 +m2 = 4+ 3 = 7 > M = 5, and there is always at least
one processor for τ3. Figure 2a shows a sample schedule.
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Fig. 2: New sources of pessimism in global gang scheduling.

In general, identifying all sets of non-parallel executing jobs
can be solved as the subset sum problem (i.e., find a subset of
the integers that sum precisely to a given target value) [73].
The problem is known to be NP-hard. A heuristic is proposed
in [13] to address such non-parallel execution constraints.

2) Interference Overestimation: Classic multiprocessor
frameworks for response time analysis of sequential tasks [71],
[72] consider the interference when all M processors are
occupied by the interfering tasks. In gang scheduling, task τk
cannot execute when at least M − mk + 1 processors are
busy. This complicates the interference estimation as a part
of the interfering tasks can be executed on a different number
of processors. Such surplus interference can be reduced by
deducting the overestimation by a heuristic proposed in [13].
However, computing the maximum overestimation deduction
(i.e., finding the optimal τ ′ in Theorem 5 of [13]) requires
solving a knapsack problem, which is again NP-hard.

Example IV.2. Let us consider four sporadic rigid gang tasks
τ1 = (7, 10, 10, 3), τ2 = (3, 10, 10, 1), τ3 = (3, 10, 10, 2),
and τ4 = (1, 10, 10, 2) running on five, M=5, identical
processors P1−5. We check task τ4’s schedulability. To do
that, we need to quantify the interference of higher-priority
tasks. These tasks interfere with τ4 when they run on at
least four processors. Figure 2b illustrates the interference
computation. When τ1 and τ2 run concurrently in interval
[0, 3), four processors are busy, and the workload of interfering
tasks is 4 · 3=12. When τ1 and τ3 run concurrently in interval
[3, 6), five processors are busy, and the workload of interfering



tasks is 5 · 3=15. Both intervals have equal lengths, and
bigger interference during [3, 6) does not affect the task under
study τ4 more than smaller interference during interval [0, 3).

While the heuristics proposed in [13] can mitigate the afore-
mentioned pessimisms, the experimental results in Section VI
suggest that these pessimisms still exist in the analyses since
it is not computationally tractable to solve them optimally.

B. Stationary Scheduling and Strict Partitioning

In stationary scheduling [19], task τk with parallelism
level mk is allocated to mk processors. Some of these proces-
sors can be allocated to different tasks. If these tasks are also
allocated to processors other than those shared with τk, then
they may transfer the interference from these processors to the
processors shared with τk. Such interfering behavior can be
modeled and over-approximated by the corresponding sequen-
tial tasks with dynamic self-suspension [70]. In contrast, the
strict partitioning proposed in this paper forbids overlapping
in processor allocation and thus avoids scheduling anomalies
related to the self-suspension task model.

Example IV.3. Consider a system comprising three sporadic
rigid gang tasks τ1 = (2, 5, 5, 1), τ2 = (3, 6, 6, 2), and
τ3 = (2, 7, 7, 2) running on three identical processors P1,
P2, and P3. Figure 3 shows task-to-processor assignments
done by (a) stationary gang heuristic and (b) strict partitioning
heuristic. To avoid the combinatorial explosion, each heuristic
uses a specific strategy. The stationary heuristic assigns the
tasks to processors in a greedy way to have possibly the
best processor utilization. The strict partitioning favors volume
homogeneity within the same partition.
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Fig. 3: Strict partitioning better than stationary scheduling.

In the presented example, the stationary heuristic would
allocate τ1 to P1 and then τ2 to P1 and P2, as τ1 and τ2 can
be both schedulable on P1. In contrast, the strict partitioning,
to avoid mixing different parallelism levels, would open a new
partition ρ2 = {P2, P3} for τ2 (τ2 has a different volume as τ1
running on P1). This choice will be critical when assigning τ3.

In the stationary gang assignment (a), since the utilization of
P1 is at 90% and it cannot accommodate τ3 having sequential
utilization of u3=28.5%, the heuristic allocates τ3 to P2

(current utilization of 50%) and P3 (idle). However, τ3 is
not schedulable on P2 and P3 as τ2 exhibits self-suspending
behavior [70] due to τ1 preempting τ2 on P1. Task τ3’s first
job, J3,1, can miss its deadline when released at r3,1=2 while
tasks τ1 and τ2 release their first jobs, J1,1 and J2,1, at 0.
The τ2’s second instance, J2,2, is released at 6 and, if the τ1’s

second instance, J1,2, completes sooner than its worst-case
execution time, J2,2 will start its execution immediately on
P1 and P2 occupying both processors until 9. Consequently,
J3,1 will not meet its deadline.

In the strict partitioning assignment (b), τ3 is allocated
to the partition ρ2 = {P1, P2} which, at the moment of
assignment, is comprised of τ2 only (each processor has
utilization of 50%). Tasks τ2 and τ3 have both a volume of two
and thus processors P2 and P3 are seen as a single resource.
The tasks behave like on a traditional uniprocessor platform
and are schedulable, showing no anomalies.

However, strict partitioning might lead to processor under-
utilization when tasks have very different parallelism levels.

Example IV.4. Consider a system comprising three sporadic
rigid gang tasks τ1 = (1, 3, 3, 1), τ2 = (1, 4, 4, 2), and
τ3 = (3, 5, 5, 1) running on two identical processors P1

and P2. Figure 4 shows task-to-processor assignments done by
(a) stationary gang heuristic and (b) strict partitioning heuris-
tic. In stationary gangs, sequential tasks are assigned to two
different processors. Despite the self-suspension phenomenon
still present, all tasks are schedulable (task τ3’s critical instant
is at r3,1=1 when other tasks start at 0). Strict partitioning,
because of the τ2’s volume, creates only one partition for all
the tasks. The problem simplifies to uniprocessor scheduling
and the potential parallelism cannot be exploited. Task τ3
released at r3,1=0 misses its deadline at d3,1=5.
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Fig. 4: Stationary scheduling better than strict partitioning.

C. Global and Partitioned for Non-preemptive Gangs

Non-preemptive scheduling of rigid gang tasks poses addi-
tional challenges. It has been demonstrated that global policies
for rigid gangs can lead to long priority-inversion [33]. To
mitigate this issue, static partitioning can be employed to
separate the tasks that cause priority inversion.

Example IV.5. Consider seven tasks τ1−7 that execute non-
preemptively on three identical processors. Task τ1 must run
on two processors simultaneously while all other tasks can run
on any single processor. Tasks worst-case execution times are
as follows: C1=C3=C6=2, C2=C7=3, and C4=4. A priority
inversion is when a higher-priority job must wait for the com-
pletion of a lower-priority job. For example, all lower-priority
tasks τ2−7 can be released one clock tick before τ1. A global
work-conserving scheduler always keeps the processors busy,
and whenever a processor becomes idle, the next pending job
that can run on idle processors is scheduled. While it results
in good processor utilization, it can also lead to a long priority



inversion. As shown in Figure 5a, when the start and end
times of old and new tasks overlap, the new tasks with smaller
volumes can get ahead of pending big-volume tasks (i.e., τ1
cannot start as long as two processors are not idle) and cause
so-called 2D-blocking [33].
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Fig. 5: Blocking in non-preemptive global and strict gang.

Applying strict partitioning with a sequential scheduler
on each partition makes it possible to find a compromise
between parallelism and reduced blocking. Figure 5b shows
a strict partitioning with two partitions: ρ1 = {P1, P2} and
ρ2 = {P3}. While it leads to processor P1 underutilization,
the priority inversion experienced by τ1 can be reduced to the
duration of the longest lower-priority task in ρ1.

V. STRICT PARTITIONING ALGORITHMS

A. Offline Partitioning Heuristic

The strict partitioning strategy requires making two offline
decisions: (i) how to divide processors into disjoint partitions
and (ii) how to assign each gang task to one of the processor
partitions. It is shown in [41] that the task partitioning problem
is NP-hard in the strong sense, even for sequential tasks.
Hence, the complexity extends to gang tasks.

We propose an offline strict partitioning heuristic First-fit
Decreasing Volume (FFDV) in Algorithm 1, inspired by the
first-fit decreasing-height algorithm for the 2-D strip packing
problem [74]. The heuristic first sorts the tasks by a non-
increasing order of their volumes with ties broken by a non-
decreasing order of task periods (line 2). Then, it assigns
the sorted tasks one by one to form a sequence of partitions
ρ1, ρ2, ..., ρt. Each task will be assigned to the first partition
(i.e., with the lowest index) such that it is schedulable together
with other tasks already assigned to this partition (lines 4 to 6).
If none of the partitions can accommodate this task, a new
partition will be created with the same volume as the task,
given that there are sufficient processors left (lines 7 to 9).
The algorithm terminates if no remaining tasks are pending
to be assigned (i.e., return a success in line 12) or if there
are no sufficient processors to create a new partition for the
pending-to-be-assigned tasks (i.e., return a failure in line 11).

We note that various schedulability tests can be used in
line 4 to check the schedulability of the tasks assigned to each
partition, depending on which online scheduler is used. We
will present different variants combined with different types of
online schedulers (i.e., uniprocessor task schedulers and global
gang task schedulers) used for each partition in Section V-B.

The time complexity of the proposed FFDV heuristic is
analyzed as follows. There are two loops in Algorithm 1. The

Algorithm 1: First Fit Decreasing Volume (FFDV)
Input: τ : a gang task set to be scheduled;

M : number of available processors;
Output: ρ, τ(ρ): a set of partitions and the corresponding

tasks assigned to each partition if schedulable;
False otherwise.

1 M ′ ←M,ρ← ∅;
2 for τi ∈ τ (sorted by non-increasing order of volumes) do
3 for ρj ∈ ρ do
4 if τ(ρj) ∪ {τi} is schedulable on ρj then
5 τ(ρj)← τ(ρj) ∪ {τi};
6 Continue to the next iteration in the outer loop;

7 if mi ≤M ′ then
8 Create a partition ρnew with τ(ρnew) = {τi} and

|ρnew| = mi;
9 ρ← ρ ∪ {ρnew},M ′ ←M ′ −mi;

10 else
11 return False;

12 return ρ, τ(ρ) = {τ(ρj) | ρj ∈ ρ};

outer loop iterates the task set, and the inner loop iterates the
partitions that have been created and checks the schedulability.
In the worst case, the numbers of tasks and partitions that need
to be iterated are n and M , respectively, leading to an overall
time complexity of O(nMΩ), where O(Ω) denotes the time
complexity of the schedulability test used in line 4.

B. Two Strict Partitioning Variants: SP-U and SP-G

We propose two variants of the strict partitioning heuristic
by considering two different types of online schedulers: SP-U
standing for the strict partitioning with uniprocessor online
schedulers and SP-G standing for the strict partitioning with
global gang online schedulers. The advantage of a global
gang scheduler lies in its full utilization of processors by
allowing different jobs to execute in parallel. In contrast,
classical uniprocessor schedulers may lead to processor under-
utilization, but they have lower runtime overhead and well-
established exact schedulability tests. Both variants use FFDV
as a framework to make offline partitioning decisions. For
SP-U, we apply the FFDV heuristic as is by incorporating cor-
responding exact uniprocessor schedulability tests and prove
its performance bounds in Section V-C. For SP-G, we propose
modifications to the FFDV heuristic to improve further its
performance in Section V-D.

C. Performance Bounds for SP-U

We prove three performance bounds for the FFDV heuristic
when using uniprocessor online schedulers (i.e., SP-U). The
first bound (Theorem V.1) is a weighted utilization bound
defined by a weighting function widely used in bin-packing
literature [75]. The last two bounds (Theorem V.2 and V.3)
are general utilization bounds inspired by the classical results
in 2D strip packing literature [74]. In what follows, we denote
by ub the utilization bound of a uniprocessor task scheduler
(e.g., ub = 1 for preemptive EDF [38]). Moreover, we denote
by FFDV (τ) the number of processors used by the FFDV



algorithm to schedule the task set τ , and the resulting partitions
as ρ1, ρ2, ..., ρt (i.e., t is the total number of partitions). It
suffices to prove the schedulability of τ under the FFDV
algorithm on M processors by showing FFDV (τ) ≤ M .

Theorem V.1. A gang task set τ is schedulable on M
processors by SP-U if∑

τi∈τ

W (Ui) ≤ (M −m) · ub, (1)

where the weighting function W : [0, ub] → [0, 8
5ub] is

defined as:

W (Ui) =


6
5Ui, if 0 ≤ Ui ≤ 1

6ub;
9
5Ui − 1

10 , if 1
6ub < Ui ≤ 1

3ub;
6
5Ui +

1
10 , if 1

3ub < Ui ≤ 1
2ub;

6
5Ui +

4
10 , if 1

2ub < Ui ≤ ub.

Proof: We prove the theorem by showing that
FFDV (τ) ≤ M given inequality (1). It is proved in The-
orem 2 of [74] that:

W (U) =
∑
τi∈τ

W (Ui) ≥ (FFDV (τ)−m) · ub. (2)

By combining (1) and (2), we have:

(FFDV (τ)−m) · ub ≤
∑
τi∈τ

W (Ui) ≤ (M −m) · ub. (3)

It follows that FFDV (τ) ≤ M .

Theorem V.2. A gang task set τ is schedulable on M
processors by SP-U if

U ≤ (M −m+m) · ub

2
. (4)

Proof: We denote the total utilization and sequential
utilization of the tasks assigned to partition ρi as U(ρi) and
u(ρi), respectively. We also denote the sequential utilization of
the first task assigned to ρi as u0

i . For each i ≥ 2, the first task
in ρi cannot fit into the previous partition ρi−1; therefore, we
have u(ρi−1)+ u0

i > ub. Since the tasks in ρi−1 have at least
volume |ρi|, and the first task in ρi has volume |ρi|, we have
U(ρi−1) + U(ρi) ≥ (u(ρi−1) + u0

i )|ρi| > |ρi|ub. Therefore,

FFDV (τ) =

t∑
i=1

|ρi| < |ρ1|+
1

ub

(
t−1∑
i=1

U(ρi) +

t∑
i=2

U(ρi)

)

= m+
2

ub

t∑
i=1

U(ρi)−
1

ub
(U(ρ1) + U(ρt)).

Since U(ρ1) + U(ρt) > m · ub, it follows

FFDV (τ) < m+
2

ub

t∑
i=1

U(ρi)−m.

Since all the tasks are successfully assigned to t partitions, we
have

∑t
i=1 U(ρi) =

∑
τi∈τ Ui = U , thus FFDV (τ) < M

follows given inequality (4).

Theorem V.3. A gang task set τ is schedulable on M
processors by SP-U if ∃p ∈ Z+ ∧ p ≥ 2:

ui ≤
ub

p
,∀τi ∈ τ, (5)

and
U ≤ p

p+ 1
(M −m)ub. (6)

Proof: We need to show FFDV (τ) ≤ M given inequal-
ities (5) and (6). By the definition of the FFDV algorithm, we
know ρ1 = m, and thus:

FFDV (τ) =

t∑
i=1

|ρi+1|+m, (7)

where |ρt+1| = 0. Therefore, it suffices to show that

p

p+ 1

t∑
i=1

|ρi+1|ub ≤ U, (8)

because (6) and (8) =⇒ p
p+1

∑t
i=1 |ρi+1|ub ≤ p

p+1 (M −
m)ub =⇒

∑t
i=1 |ρi+1|+m = FFDV (τ) ≤ M .

The complete proof of inequality (8) is in Appendix A.

D. Modifications of FFDV for SP-G

We propose two modifications to the FFDV algorithm
presented in Algorithm 1 based on two observations.

Observation V.1. Given a gang task set τ(ρj) assigned to a
processor partition ρj , if

∀τx, τy ∈ τ(ρj) : mx +my > |ρj | (x ̸= y), (9)

and τ(ρj) is deemed unschedulable on ρj by an exact schedu-
lability test for a uniprocessor task scheduler, τ(ρj) cannot
be deemed schedulable on ρj by any schedulability tests for
a global gang task scheduler of the same type1.

The statement in Observation V.1 is true since if (9) holds,
any two jobs in τ(ρj) cannot run in parallel due to an
insufficient number of processors in ρj . Therefore, the global
gang task online scheduler degrades to a uniprocessor task
scheduler of the same type, and the exact analysis for the
uniprocessor scheduler is thus an optimal schedulability test
for such task sets.

Inspired by the above observation, we propose checking the
condition in Inequality (9) before running the schedulability
test. If the condition is satisfied (i.e., no tasks can run in
parallel), we will use an exact analysis for the uniprocessor
task scheduler as our schedulability test. Otherwise, we will
use the sufficient (but not necessary2) schedulability analysis
for the global gang task scheduler. Specific procedures of this
modification are presented in Algorithm 2, where uniTest
and globalTest denote the exact analysis for uniprocessor

1For example, a global gang EDF scheduler is of the same type as a
uniprocessor EDF scheduler.

2To the best of our knowledge, there has been no exact schedulability
analysis for global gang task schedulers.



Algorithm 2: Schedulability Test Procedures for SP-P (to
replace lines 4 to 6 of Algorithm 1)

1 if ∀τx, τy ∈ τ(ρj) ∪ {τi} : mx +my > |ρj | (x ̸= y) then
2 Test ← uniTest;
3 else
4 Test ← globalTest;

5 if τ(ρj)∪ {τi} is schedulable on ρj according to Test then
6 τ(ρj)← τ(ρj) ∪ {τi};
7 Continue to the next iteration in the outer loop;

Algorithm 3: Volume Increase Procedures for SP-P (to
replace lines 10 to 11 of Algorithm 1)

1 else if M ′ > 0 and τ(ρj) ∪ {τi} is schedulable with volume
|ρj |+M ′ then

2 Increase ρj’s volume to |ρj |+M ′;
3 τ(ρj)← τ(ρj) ∪ {τi},M ′ ← 0;
4 Continue to the next iteration in the outer loop;

5 else
6 return False;

scheduler and the sufficient analysis for global gang task
scheduler, respectively.

The second observation is that we can leverage the unused
processors to increase the volume of an existing partition when
a task cannot be scheduled on any existing partitions and the
remaining processors are insufficient to create a new partition
with the same volume as the unschedulable task. Here, we
propose to increase the volume of the last partition in the
partition list since the task volumes on the last partition are
the closest to those of the tasks that are yet to be assigned.

Observation V.2. In SP-G, if a task τi cannot be assigned
to any existing partitions ρ1, ρ2, ..., ρt and the number of
remaining processors M ′ satisfies 0 < M ′ < mi, there is
a possibility for τi to be schedulable on the last partition ρt
by increasing its volume by M ′.

Based on this observation, we introduce the volume increase
procedures in Algorithm 3 to replace lines 10 to 11 of Algo-
rithm 1 for improving the FFDV performance. We note that
this modification is not necessarily applied to the SP-U variant
since increasing the volume of existing partitions cannot make
unschedulable tasks become schedulable due to the nature
of uniprocessor task schedulers (i.e., all the processors in a
partition are regarded as a single resource).

VI. PERFORMANCE EVALUATION

This section evaluates the schedulability performance of
the proposed strict partitioning strategy by comparing it with
state-of-the-art schedulability analyses for gang task sets. We
perform two sets of experiments. First, from Section VI-A
to VI-C, we experiment with comprehensive synthetic task
sets generated by standard task set generation tools. Second,
in Section VI-D, we conduct a case study using Edge TPU
benchmarks of representative DNNs widely used in computer
vision applications. For synthetic task sets, we consider both

preemptive and non-preemptive task sets with both FP and
EDF scheduling policies. For the Edge TPU case study, neural
network inference tasks are modeled as non-preemptive gangs
due to the software and hardware characteristics of Edge TPU.

A. Synthetic Evaluation Settings

Task set generation. We generate synthetic task sets based on
a standard task set generation tool DRS [76]. For a systematic
evaluation, we vary four task set parameters: (i) number of
processors M ∈ {8, 16}; (ii) number of tasks n ∈ {M, 2M};
(iii) task volume mi range ∈ {[1, ⌈0.3M⌉] (low volume),
[1, ⌈0.6M⌉] (medium volume), [1,M) (large volume)}; (iv)
normalized task set utilization U/M ∈ {0.1, 0.2, ..., 1.0}.

For each parameter combination, we generate 1,000 task
sets. The generation of each task set includes the following
procedures. First, we use DRS to generate task utilization
Ui such that the sum equals the target task set utilization
(U =

∑
τi∈τ Ui). Note that we set the maximum utilization for

each task to be not greater than the task volume upper bound
to avoid infeasible sequential task utilization (i.e., ui > 1).
Second, we uniformly sample task periods Ti and volumes mi

from [10, 1000] ms and the target volume range, respectively.
Similarly, we set the minimum volume as the ceil of task
utilization (i.e., ⌈Ui⌉) to avoid infeasible sequential utilization.
Finally, we calculate the task WCETs by Ci = ⌊Ui · Ti/mi⌋.

Comparison Algorithms. We compare the schedulability ratio
of both preemptive and non-preemptive scheduling techniques
on the same generated task sets. For preemptive scheduling,
we consider both FP and EDF schedulers and compare the
proposed strict partitioning with the following state-of-the-art
schedulability analyses for gang tasks.

• SS (preemptive FP): stationary scheduling for preemptive
FP in [19].

• G’22 (preemptive FP/EDF): global schedulability anal-
yses for preemptive FP/EDF in [13].

• SP-B (preemptive EDF): strict partitioning utilization
bound for preemptive EDF (combination of Theorem V.1,
V.2, and V.3, i.e., a task set is deemed schedulable if any
of the utilization bound conditions is satisfied).

• SP-U (preemptive FP/EDF): strict partitioning with
uniprocessor online schedulers for preemptive FP/EDF.
The exact preemptive FP response time analysis [77] and
EDF utilization bound [38] are used for checking the
schedulability.

• SP-G (preemptive FP/EDF): strict partitioning with
global gang online schedulers for preemptive FP/EDF.
We use G’22 as the globalTest in Algorithm 2.

For non-preemptive scheduling, we focus our comparison
on FP policies. The comparison algorithms include:

• G’22 (non-preemptive FP): global schedulability analy-
sis for non-preemptive FP in [10].

• G’23 (non-preemptive FP): global schedulability analy-
sis for non-preemptive FP in [12].

• SP-U (non-preemptive FP): strict partitioning with
uniprocessor online schedulers for non-preemptive FP.
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Fig. 6: Schedulability ratio (i.e., #schedulable task sets
#total task sets × 100 %) of preemptive gang task sets.
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Fig. 7: Schedulability ratio (i.e., #schedulable task sets
#total task sets × 100 %) of non-preemptive gang task sets.

The exact non-preemptive FP response time analysis
in [78] is used for checking the schedulability.

• SP-G (non-preemptive FP): strict partitioning with global
gang online schedulers for non-preemptive FP. We use
G’23 as the globalTest in Algorithm 2.

For a fair comparison of all schedulability tests with FP
policy, we apply DM [37] as the priority assignment algorithm.
For each schedulability test, we calculate its schedulability
ratio and present the results in Figure 6 and Figure 7 for the
preemptive and the non-preemptive cases, respectively3.

B. Evaluation Results of Preemptive Gang Scheduling

The evaluation results of preemptive rigid gang scheduling
are shown in Figure 6, supporting the following observations.

Global scheduling vs partitioned scheduling. In all scenarios,
partitioned scheduling (i.e., SS, SP-U, and SP-G) achieved
higher schedulability ratio than the state-of-the-art global
schedulability analysis (i.e., G’22). Specifically, for FP, the
best performing partitioned scheduling method achieved up
to 89.4%, 73.7%, and 28.2% more schedulable task sets than
G’22, respectively. For EDF, the better performing strict parti-
tioning method achieved up to 98.0%, 96.4%, and 49.3% more
schedulable task sets than G’22, respectively. The results
verify that the schedulability tests for partitioned scheduling

3The figures show the average schedulability ratio over different M and n.

are less pessimistic than the global analyses (as discussed in
Section IV-A), and this advantage compensates for the loss due
to processor under-utilization. Moreover, the utilization bound
test SP-B performs better than G’22 (EDF) for low-volume
and low-utilization task sets. We note that the utilization bound
test has linear time complexity.

Stationary scheduling vs strict partitioning. For all scenarios
with low or medium task volume levels, all strict partitioning
variants (i.e., SP-U and SP-G with FP/EDF) achieved a
higher schedulability ratio than stationary scheduling. This
observation demonstrates the effectiveness of avoiding inter-
partition interference in strict partitioning, as discussed in
Section IV-B. For scenarios with large task volume levels,
stationary scheduling achieved a higher schedulability ratio
than the strict partitioning variants except for SP-U (EDF).
This is expected since, for task sets with high-volume tasks,
very few partitions can be created in strict partitioning. As
a result, the interference between tasks cannot be effectively
reduced by building boundaries through disjoint partitions.

SP-U vs SP-G. For scenarios with low task volume levels,
SP-U and SP-G achieved similar schedulability ratios. This
is expected since, for task sets with low task volume levels,
there is a high chance that the tasks assigned to the same
partition have a similar volume to the volume of the partition.
As a result, tasks cannot execute in parallel on most partitions,



and thus SP-G will use the same schedulability tests as
SP-U according to Algorithm 2. For scenarios with high
task volume levels, SP-G achieved a higher schedulability
ratio than SP-U by up to 8.7% for the FP scheduling policy
while a lower schedulability ratio by up to 27.4% for the
EDF. This demonstrates that, compared to their corresponding
uniprocessor exact analyses, there is less pessimism in global
FP gang analysis than in global EDF.

FP vs EDF. The global gang schedulability tests (i.e., G’22)
achieved a higher schedulability ratio for FP than EDF, while
SP-U achieved a higher schedulability ratio for EDF than
FP. This observation reveals that the uniprocessor preemptive
EDF test achieves higher schedulability than FP, which is a
well-known result. However, the results of the corresponding
global gang analyses are exactly the opposite. For SP-G, it
achieved a higher schedulability ratio for EDF than FP with
low-volume tasks, while a higher schedulability ratio for FP
than EDF with high-volume tasks. This is reasonable since,
for low-volume tasks, SP-G benefits from using uniprocessor
exact tests on most partitions. In contrast, for high-volume
tasks, SP-G uses global analysis more often since tasks are
more likely to execute in parallel.

C. Evaluation Results of Non-preemptive Gang Scheduling
The schedulability results of non-preemptive gang schedul-

ing are shown in Figure 7.

Global scheduling vs strict partitioning. In all scenarios, both
strict partitioning variants (i.e., SP-U and SP-G) achieved a
higher schedulability ratio than global scheduling analyses.
Specifically, for low-, medium-, and high-volume task sets, the
bettering performing strict partitioning method achieved up to
91.4%, 62.0%, and 30.4%, respectively. This demonstrates the
effectiveness of strict partitioning in reducing the pessimism of
schedulability analyses (e.g., 2D-blocking [33]) by assigning
tasks with similar volumes to the same partitions and avoiding
inter-partition interference, as discussed in Section IV-C.

SP-U vs SP-G. For scenarios with a low task volume level,
SP-U and SP-G achieved similar schedulability ratios. For
scenarios with a medium or large task volume level, SP-U
achieved a higher schedulability ratio than SP-G, and the
advantage increases with the task volume level. The first
observation is explained in the same way as the preemptive
case. The second observation reveals that the non-preemptive
global gang analyses are so pessimistic that it is better to use
the uniprocessor exact test even when tasks can run in parallel.

D. Edge TPU Case Study
We perform a case study based on the benchmarks of DNN

workloads in computer vision applications on an AI hardware
accelerator (i.e., Edge TPU) to evaluate the performance of
the proposed strict partitioning strategy on real systems.

1) Hardware and Software Specifications: In our case
study, we use the COTS ASUS AI Accelerator cards CRL-
G18U-P3D and CRL-G116U-P3D4, integrated with 8 and 16

4https://iot.asus.com/products/AI-accelerator/AI-Accelerator-PCIe-Card/
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Fig. 8: Inllustration of Edge TPU pipelining.

Edge TPUs, respectively. Each Edge TPU has an on-chip
scratchpad memory of 8 MB, which can be used for storing
DNN weights. If the weights of a DNN model are larger than 8
MB, some weights cannot be fit into the on-chip memory and
thus need to be loaded from the external memory (i.e., DRAM)
at runtime. This will incur a large runtime overhead (see
Figure 1) and increase DRAM bandwidth contention. To avoid
these issues, we can use the Edge TPU Pipelining technique.
It splits a large DNN model into several consecutive segments
and assigns each segment onto one Edge TPU such that the
weights of each segment do not exceed the on-chip memory
limit. This way, we can use multiple Edge TPU segments to
form a pipeline. Figure 8 illustrates the Edge TPU pipelining
technique, where four images are processed on four different
Edge TPU segments in a pipeline, and we use different colors
to show the mapping between DNN and Edge TPU segments.

There are two main advantages of using the Edge TPU
pipelining technique. First, it avoids the aforementioned issues
of loading weights from DRAM at runtime. Second, it enables
pipeline parallelism since different inputs can be processed on
different Edge TPU segments at the same time. The downside
is the additional overhead caused by the communication time
between two consecutive Edge TPUs. Therefore, small models
benefit less from running on a large number of Edge TPUs than
large models, considering the tradeoff between communication
overhead and on-chip caching. Figure 9 shows the tradeoff by
presenting the speedup factors of DNNs with different sizes
running on Edge TPU pipelines with different volumes.

Once we decide the number of Edge TPUs to be used for a
DNN model, we compile the DNN model into executable files
using the Edge TPU Compiler5 and execute the model using
the libcoral runtime library6. The libcoral runtime
spawns one thread for each Edge TPU segment and allocates
the on-chip memory in all threads simultaneously. After the
DNN inferences are finished and the results are retrieved, all
the threads will be terminated at the same time. Since a DNN
model occupies multiple Edge TPU segments, with all the
threads starting and finishing synchronously, the DNN infer-
ence on Edge TPUs can be modeled as a gang task. Moreover,

5https://coral.ai/docs/edgetpu/compiler/
6https://coral.ai/docs/reference/cpp/

https://coral.ai/docs/edgetpu/compiler/
https://coral.ai/docs/reference/cpp/
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Fig. 9: Speedup factors of benchmarked DNN models w.r.t.
different number of Edge TPUs on CRL-G18U-P3D.

TABLE I: Edge TPU benchmarks

Model Inc-1 Inc-2 Inc-3 Inc-4 Res-1 Res-2 Res-3

Size (MB) 5.72 10.19 21.56 40.90 23.40 42.46 57.53
Volume 1 2 4 6 4 7 9
WOET (ms) 6 10 15 31 24 44 55

the execution is non-preemptive since the libcoral runtime
does not support preemption within a DNN inference.

2) Workloads: We benchmarked seven representative DNN
models widely used in computer vision applications. For each
DNN model, we compile it with all possible numbers of Edge
TPUs on the card. For each Edge TPU number, we measure
its corresponding worst observed execution time (WOET) by
running the model 1,000 times with different input images.
Then, we set the task volume as the Edge TPU number that
leads to the minimum worst observed execution time. Table I
summarizes the specifications of the benchmarked workloads.

After we get the Edge TPU benchmarks, we generate two
test suites for evaluation. The first test suite consists of the
first six DNNs shown in Table I and considers CRL-G18U-
P3D with 8 Edge TPUs as the hardware platform, while the
second suite contains all the benchmarked DNNs and uses
CRL-G116U-P3D with 16 Edge TPUs since the last DNN
ResNet-152 requires a volume of 9. For each test suite, we
vary the normalized task set utilization from 0.1 to 1.0 with
a step of 0.1, and generate random task utilization for each
DNN workload using DRS. The task periods are calculated by
Ti = Ci ·mi/Ui accordingly.

We generate 1,000 task sets for each target normalized task
set utilization and compare the schedulability ratio of different
schedulability tests. Since the DNN tasks are modeled as non-
preemptive gang tasks, only non-preemptive gang schedulabil-
ity tests are used for evaluation.

3) Evaluation Results: Figure 10 depicts the schedulability
ratio of different schedulability tests. The observations are sim-
ilar to those of the synthetic non-preemptive task sets shown in
Figure 7, i.e., the strict partitioning strategy outperforms global
non-preemptive gang analyses, and SP-U achieves similar
schedulability ratio to SP-G for relatively low volume levels
(Figure 10b). It demonstrates the effectiveness of the proposed
strict partitioning strategy on real systems and the potential of

using a classical uniprocessor scheduler for each partition to
achieve low overhead and high schedulability performance.
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Fig. 10: Schedulability ratio (i.e., #schedulable task sets
#total task sets ×100 %) of

non-preemptive gang DNN task sets on Edge TPU pipelines.

VII. CONCLUSION

This paper proposed a new partitioned scheduling strategy,
named strict partitioning, for gang tasks. Its main idea is to
divide tasks and processors into disjoint subsets and assign
tasks statically onto processor partitions. Strict partitioning
has four main advantages. (i) It builds boundaries between
different partitions so there is no inter-partition interference.
(ii) It tries to assign tasks with similar volumes to the same
partition so that the intra-partition interference is reduced.
(iii) The tasks within each partition can be scheduled by
any type of scheduler, which allows the use of a tighter
schedulability test. (iv) The tasks are statically assigned to
processor partitions so that there is less overhead caused by
task migration. Experiments on synthetic task sets and a case
study based on Edge TPU benchmarks demonstrated the effec-
tiveness of the proposed strategy and algorithms by comparing
them with state-of-the-art gang scheduling techniques.

In future works, we plan to study the hybrid of strict
partitioning and global sequential task scheduling [71], [72],
[79] for rigid gang tasks. Semi-partitioned gang scheduling is
also an interesting strategy to research.

APPENDIX A
PROOF OF INEQUALITY (8) IN THEOREM V.3

Let us define Uij and uij as the total task utilization and
sequential task utilization, respectively, of the tasks assigned



to partition ρj when the last task is assigned in ρi before
the next partition ρi+1 is created. Moreover, we define u0

i as
the sequential utilization of the first task assigned to partition
ρi and δi = max(0, p/(p + 1)ub − uii). Before proving
inequality (8), we first present the following lemmas that are
essential to our proof.

Lemma A.1. The following inequality holds.

Uii ≥ uii|ρi+1|+ u0
i (|ρi| − |ρi+1|). (10)

Proof: We denote by τ0i the first task assigned to partition
ρi and by τ(ρi) the set of tasks assigned to ρi when the last
task is assigned to ρi before the next partition ρi+1 is created.
By the definition of Uii, the LHS of (10) is the total utilization
of τ(ρi). The RHS of (10) = u0

i |ρi|+ (uii − u0
i )|ρi+1|. Since

u0
i and |ρi| are the sequential utilization and the volume of

τ0i , respectively, u0
i |ρi| is the utilization of τ0i (denoted as

U(τ0i )). Moreover, by the definition of uii, (uii − u0
i ) is the

total sequential utilization of τ(ρi) \ {τ0i }. Since the tasks are
assigned in the decreasing order of volumes, the volumes of
the tasks in τ(ρi)\{τ0i } are not smaller than |ρi+1|. Therefore,
the total utilization of τ(ρi)\{τ0i } (denoted as U(τ(ρi)\{τ0i }))
is not smaller than (uii − u0

i )|ρi+1|. Thus, Uii = U(τ0i ) +
U(τ(ρi) \ {τ0i }) ≥ u0

i |ρi|+ (uii − u0
i )|ρi+1|.

Lemma A.2. The following inequality holds.

uii ≥
(

p

p+ 1
ub − δi

)
. (11)

Proof: For (11), there are two cases to consider: δi = 0
and δi > 0. If δi = 0, by the definition of δi, we know that
uii ≥ p/(p + 1)ub. Thus, (11) holds. If δi > 0, we know
δi = p/(p+ 1)ub − uii, (11) still holds.

Lemma A.3. The following inequality holds.

Uii ≥
(

p

p+ 1
ub − δi

)
|ρi+1|. (12)

Proof: Take (11) into (10), we have Uii ≥(
p

p+1ub − δi

)
|ρi+1| + u0

i (|ρi| − |ρi+1|). Since |ρi| ≥ |ρi+1|

and u0
i ≥ 0, Uii ≥

(
p

p+1ub − δi

)
|ρi+1|.

Lemma A.4. If δi−1 > 0, the following inequality holds.

u0
i ≥ 1

p+ 1
ub + δi−1. (13)

Proof: Since δi−1 > 0, δi−1 = p/(p+1)ub−ui−1,i−1 >
0. Moreover, since u0

i ≥ ub − ui−1,i−1, (13) follows.
Now, we prove (8) based on Lemmas A.1-A.4.

Proof of Inequality (8) in Theorem V.3.
Since all the tasks in τ are successfully assigned by the

FFDV algorithm to partitions ρ1, ρ2, ..., ρt, we know U =∑t
j=1 Utj . Replace U by

∑t
j=1 Utj in (8), it suffices to prove:

t∑
i=1

Utj ≥
p

p+ 1

t∑
i=1

|ρi+1|ub. (14)

We prove (14) by induction. In what follows, we will prove

∀i ∈ [1, t] :

i∑
j=1

Uij ≥
p

p+ 1

i∑
j=1

|ρj+1|ub − δi|ρi+1|, (15)

which implies (14) by taking i = t.
For i = 1, (15) is reduced to

U11 ≥
(

p

p+ 1
ub − δ1

)
|ρ2|,

which is proved by setting i = 1 in (12).
For 1 < i ≤ t, we prove (15) by supposing it holds for

i− 1. There are two cases to consider.

Case 1. δi−1 = 0. Since (15) is true for i− 1, we have
i−1∑
j=1

Ui−1,j ≥
p

p+ 1

i−1∑
j=1

|ρj+1|ub.

Since
∑i−1

j=1 Uij ≥
∑i−1

j=1 Ui−1,j , we have

i∑
j=1

Uij =

i−1∑
j=1

Uij + Uii ≥
p

p+ 1

i−1∑
j=1

|ρj+1|ub + Uii

=
p

p+ 1

 i∑
j=1

|ρj+1| − |ρi+1|

ub + Uii.

Take (12) into the above inequality, (15) follows.

Case 2. δi−1 > 0. There are two subcases to consider.

Case 2.1. ∀τk ∈ τ(ρi) : uk ≥ ub/(p+ 1). By (5), there must
be at least p tasks assigned to ρi. Additionally, by (13), the
sequential utilization of the first task assigned to ρi is at least
ub/(p+ 1) + δi−1. Therefore, we have

uii ≥
p

p+ 1
ub + δi−1.

Take the above inequality and (13) into (10), we have

Uii ≥
(

p

p+ 1
ub+δi−1

)
|ρi+1|+

(
ub

p+ 1
+δi−1

)
(|ρi|−|ρi+1|)

≥ p

p+ 1
|ρi+1|ub + δi−1|ρi|.

Combine this with (15) for i− 1, we have
i∑

j=1

Uij ≥
i−1∑
j=1

Ui−1,j + Uii ≥
p

p+ 1
|ρi+1|ub + δi−1|ρi|

+
p

p+ 1

i−1∑
j=1

|ρj+1|ub − δi−1|ρi|ub =
p

p+ 1

i∑
j=1

|ρj+1|ub.

Therefore, (15) holds for Case 2.1.

Case 2.2. ∃τk ∈ τ(ρi) : uk < ub/(p+1). This can happen only
if ui,i−1+uk > ub. By combining the above two inequalities,
we have ui,i−1 + ub/(p+ 1) > ub, and thus

ui,i−1 >
p

p+ 1
ub.



Combine it with δi−1 = p/(p+ 1)ub − ui−1,i−1, we have

ui,i−1 − ui−1,i−1 ≥ p

p+ 1
ub − ui−1,i−1 = δi−1.

Since Ui,i−1−Ui−1,i−1 ≥ (ui,i−1−ui−1,i−1)|ρi+1|, it follows

Ui,i−1 − Ui−1,i−1 ≥ δi−1|ρi+1|. (16)

Take (11) and (13) into (10), we have

Uii ≥
(

p

p+ 1
ub−δi

)
|ρi+1|+

(
ub

p+ 1
+δi−1

)
(|ρi|−|ρi+1|).

(17)

Combine (16) and (17) with (15) for i− 1, we have
i∑

j=1

Uij = Uii +

i−1∑
j=1

Ui,j = Uii + Ui,i−1 +

i−2∑
j=1

Ui,j

≥ Uii +

i−1∑
j=1

Ui−1,j + (Ui,i−1 − Ui−1,i−1)

≥
(

p

p+ 1
ub − δi

)
|ρi+1|+

(
ub

p+ 1
+ δi−1

)
(|ρi| − |ρi+1|)

+
p

p+ 1

i−1∑
j=1

|ρj+1|ub − δi−1|ρi|+ δi−1|ρi+1|

≥ p

p+ 1

i∑
j=1

|ρj+1|ub − δi|ρi+1|.

So (15) holds for Case 2.2. This concludes that (14) follows.

ACKNOWLEDGEMENT

Marco Caccamo was supported by an Alexander von Hum-
boldt Professorship endowed by the German Federal Ministry
of Education and Research.

REFERENCES

[1] J. K. Ousterhout, “Scheduling techniques for concurrent systems,”
in IEEE International Conference on Distributed Computing Systems
(ICDCS), vol. 82, 1982, pp. 22–30.

[2] Y. Zhang, H. Franke, J. Moreira, and A. Sivasubramaniam, “Improving
parallel job scheduling by combining gang scheduling and backfilling
techniques,” in International Parallel and Distributed Processing Sym-
posium (IPDPS), 2000, pp. 133–142.

[3] I. Moschakis and H. Karatza, “Evaluation of gang scheduling per-
formance and cost in a cloud computing system,” The Journal of
Supercomputing, vol. 59, pp. 975–992, 2010.

[4] C. Carrión, “Kubernetes scheduling: Taxonomy, ongoing issues and
challenges,” ACM Computing Surveys, vol. 55, no. 7, pp. 1–37, 2022.

[5] Z. Dong, K. Yang, N. Fisher, and C. Liu, “Tardiness bounds for sporadic
gang tasks under preemptive global EDF scheduling,” IEEE Transactions
on Parallel Distributed Systems, vol. 32, no. 12, pp. 2867–2879, 2021.

[6] J. Bian, A. A. Arafat, H. Xiong, J. Li, L. Li, H. Chen, J. Wang, D. Dou,
and Z. Guo, “Machine learning in real-time internet of things (IoT)
systems: A survey,” IEEE Internet of Things Journal, vol. 9, no. 11, pp.
8364–8386, 2022.

[7] K. Seshadri, B. Akin, J. Laudon, R. Narayanaswami, and A. Yazdan-
bakhsh, “An evaluation of edge tpu accelerators for convolutional neural
networks,” in IEEE International Symposium on Workload Characteri-
zation (IISWC), 2022, pp. 79–91.

[8] M. Verucchi, G. Brilli, D. Sapienza, M. Verasani, M. Arena, F. Gatti,
A. Capotondi, R. Cavicchioli, M. Bertogna, and M. Solieri, “A system-
atic assessment of embedded neural networks for object detection,” in
IEEE International Conference on Emerging Technologies and Factory
Automation (ETFA), 2020, pp. 937–944.

[9] Z. Dong and C. Liu, “A utilization-based test for non-preemptive
gang tasks on multiprocessors,” in IEEE Real-Time Systems Symposium
(RTSS), 2022, pp. 105–117.

[10] S. Lee, N. Guan, and J. Lee, “Design and timing guarantee for non-
preemptive gang scheduling,” in IEEE Real-Time Systems Symposium
(RTSS), 2022, pp. 132–144.

[11] E. Kim, J. Lee, L. He, Y. Lee, and K. G. Shin, “Offline guarantee
and online management of power demand and supply in cyber-physical
systems,” in IEEE Real-Time Systems Symposium (RTSS), 2016, pp. 89–
98.

[12] B. Sun, T. Kloda, J. Chen, C. Lu, and M. Caccamo, “Schedulability
analysis of non-preemptive sporadic gang tasks on hardware accelera-
tors,” in IEEE Real-Time and Embedded Technology and Applications
Symposium (RTAS), 2023, pp. 147–160.

[13] S. Lee, S. Lee, and J. Lee, “Response time analysis for real-time global
gang scheduling,” in IEEE Real-Time Systems Symposium (RTSS), 2022,
pp. 92–104.
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